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Pthreaded C code
No recursion
No complex pointer arithmetics
No dynamic heap management
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Language – examples

```c
int counter;
pthread_mutex_t L;

pthread_mutex_lock(L);

counter++;

pthread_mutex_unlock(L);
```
Language – examples

```c
int counter;
pthread_mutex_t L;

pthread_mutex_lock(L);
counter++;
 pthread_mutex_unlock(L);

shared counter;
shared L;

acquire L;
read counter;
write counter;
release L;
```
Model – Petri Nets
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Reachability Analysis

Can a set of bad states be reachable from the initial states?
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Bad states

- Make sure we can go backwards
- Prove termination
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Some transformations

\[ x = y \ op \ z \]
Some transformations

\[ a = s.\text{field} \]
Some transformations

\[ a = s.body \]

\[ \text{tmp} = \&s + \text{shift}; \]
\[ a = \*\text{tmp} \]
Some transformations

\[ a = \text{arr}[i] \]
Some transformations

\[ a = \text{arr}[i] \]

\[ \downarrow \]

\[ \text{tmp} = \&\text{arr} + i * \text{cell\_size}; \]
\[ a = *\text{tmp} \]
Pointer Analysis → Limitations

- No recursion
- No complex pointer arithmetics
- No dynamic heap management
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To Do

- More pthreads constructs and maybe other libraries
- Better approximation to handle limitations
- Usefulness of the method:
  - False positives and coverage
  - Compare with other tools
- Better Error reporting when a race is found